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1 Introduction

Software process management [9, 5] and business process management |7} have been areas of research for some years
now. While the question what a suitable process modeling language should look like has extensively been discussed
in the software process community [1, 10}, the workflow people pay less attention to the modeling languages used

(2]-

The management of business processes has gained some attention by the use of buzzwords like business process
(re-)engineering, process innovation, lean management, and total quality management {11]. Enaction of business
processes is often called workflow management (8].

2 FUNSOFT nets

In the FUNSOFT net approach, which, for example, is implemented in the LEU environment [4] and in the MEL-
MAC environment [3], process models are created by integrating data models, activity models, and organization
models. In the following we restrict ourselves to activity modeling.

Activity models describe the activities to be executed within processes and their order. They are represented by
FUNSOFT nets [6]. FUNSOFT nets are high-level Petri nets adapted to the requirements of process modeling. T-
elements of FUNSOFT nets represent activities to be executed in a process. They are called agencies. An agency is
activatable (i.e. it can be fired) as soon as all its input parameters are available. To fire an agency means to execute
the activity represented by the agency. S-elements of FUNSOFT nets represent object stores. They are called
channels. An object being stored in a channel is also called a token marking the channel (in Petri net terminology).
Edges from channels to agencies describe, that an object stored in the channel is used as input parameter for the
agency, edges from agencies to channels describe where output parameters of agencies are stored.

In the following example, we consider a resource management process in which all resources are administrated. For
this example, we focus on computer hardware and computer software. From time to time, resources are examined
in order to decide whether resource replacements or purchases are necessary. If it is decided to replace a resource,
either a new resource is designed, e.g. by writing a new program to replace an existing one, or a new resource is
bought. Figures 2 to 5 describe this process. The structure of the example discussed is illustrated in figure 1. It
shows that the process models fro resource management and resource purchase are related by interface channels.
The process model resource test is bound to two agencies of process model resource management. Finally, process
model perform resource test is a refinement of an agency of process model resource test.

In figure 2 to figure 5 we recognize different icons representing agencies:

e  agencies representing manual activities (e.g. select for change in figure 2),
e agencies representing automatic activities (e.g. print resource test in figure 2),

e  agencies with processes bound to them representing the call of processes from within other processes (e.g. test
buyable resource in figure 2; described below),
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Figure 1: Structure of the software process example

e refined agencies which are used to hide details on a lower level (not occurring in the example),

e refined agencies marked as an agenda bypass. That means, all agencies in such a refinement represent closely
related activities which have to be carried out by only one person (e.g. perform resource test in figure 4;
described below).

The process creates and manipulates objects of several types. For reasons of space, the data model is not discussed
here. The name of an object type assigned to a channel can be found above the channel. The meaning of the object
types used in the example is as follows:

e An object of type Resource Record contains all information about a concrete resource. l
e  An object of type Resource Distributor Record contains all information about a distributor.

e An object of type Test Record contains all information about a resource test.

e An object of type Resource Order contains all information about an order being sent to a distributor. l
All modeling concepts mentioned in the following example (and being underlined) are explained in the section 3.
At the start of the process, the channel ezisting resources in figure 2 contains records of all available resources. A
time-dependent predicate is assigned to the agency select for change. The predicate causes the agency to fire once

a week.
We assume that the value of the laddering attribute for the agency select for change has been set to 5 when editing .
the process model. This means that five process participants can in parallel select resources to be changed.

When the agency select for change is executed, it moves the resource record selected into the channel changing l
resources. As soon as this channel contains at least one resource record, the agencies arrange test and design
resource can be fired. For each member of the department the laddering attribute of the two agencies in the process
model has to be increased in order to enable them to work in parallel. After testing the bought or the internally
developed resource, a resource record is written into the channel tested resources.

In our example, the process model resource test of figure 4 is bound to the agencies test designed resource and test
buyable resource of figure 2. This binding is based on the channel assignments as described in table 1 (i.e. the IN
channel of process model resource testis mapped to channel replacement test arranged in the context of agency test
buyable resource of figure 2).

In the process resource test, first the resource to be tested has to be installed. A member of the test group will be
in charge of the test installation. To notify him of the installation required, the agency install resource can be fired.
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{ | IN resource record | OUT resource record
agency test buyable resource | replacement test arranged tested resources
agency test designed resource replacement designed tested resources

Table 1: Mapping of IN and OUT channels to pre- and postset of agencies to which process model resource test is
bound

resource test record
resource record ) test . OUT resource record
‘ @_7 JSor resowrce I
After the installation, a single tester can design and carry out the test. These two tasks are described in figure 5, l
which shows a refinement of the agency perform resource test of figure 4.

The refined agency perform resource test in figure 4 is marked as an agenda bypass. That means that all activities
of the resource test have to be carried out by only one process participant. Thus, after carrying out the design test
activity (which is the first activity of the refinement of agency perform resource test described in figure 5) all other
activities of this refinement are immediately started as soon as they are activatable.

When the test of a resource is finished and the record arrives in the channel tested resources of figure 2, the agency
print resource test is automatically executed by the process engine. The agency prints the description and the
results of the latest test found in the record. ' l

In order not to disturb the execution of the agency decide change the agency print test copies the resource record.

A predicate assigned to the agency print test ensures that the agency is executed only once for each record arriving
in the channel. In parallel to the execution of print resource test, the agency decide change is put into the agenda
of the head of the department of resource management. Depending on the decision taken, the resource record is
written into onc of three possible postset channels:

e if areplacement resource is to be bought, the record is written into the channel resources to be bought,
e if the resource is not to be replaced anymore, the record is written back into the channel existing resources, l
e ifan alternative replacement resource has to be considered, the record is written back into the channel changing

resources. l

The interface channel resources to be bought is used to exchange resource records between the resource management
process (figure 2) and the purchase process (figure 3). In the purchase process, resources are bought after it has
been decided to do this in the resource management process.

For each resource record arriving in the channel resources to be bought (figure 3), a distributor is looked for in the
agency find distributor. The pair of resource and distributor is written into the postset channels which are read by
the agency create orders (figure 3). Within this activity, the order is created and sent to the distributor. The object
representing the order is written into the channel orders being handled.

For each ordered resource delivered, the agency install resources reads the respective object from channel orders
being handled, creates a resource record, and writes it into the channel installed resources after the resource has



been installed. The agency send new bought resource reads all the records and writes the resource records into the
channel bought resources. This channel is accessed by the agency update ezisting resources of figure 2. Thus, the
new resource record is put into the resource pool.

3 Glossary of modeling concepts used in FUNSOFT nets

Predicates: A predicate is a boolean function specifying conditions which have to be fulfilled before an agency can
be fired. With the help of predicates, conditions depending on the values of objects can be specified. Furthermore,
predicates can be used to specify time-dependent conditions.

Laddering attribute: Each agency has an attribute called laddering attribute. The value of this attribute is a
positive integer with 1 as default. This value specifies how often an agency can be fired simultaneously. It eases
modeling, because the degree of parallelism can easily be defined and modified.

Processes bound to agencies: Binding a process model to an agency supports the reuse of process models and is
a mechanism to structure complex process models. In a process model, which is supposed to be bound to an agency,
input and output channels have to be identified explicitly. This is necessary in order to specify how the process
model is integrated into the overall process model. These channels have IN respectively OUT as prefix of their
names. In binding a process model to an agency, these channels are mapped to channels in the pre- and postset of
the agency the model is bound to. Agencies with process models bound to them are represented by special icons
(e.g. agency test buyable resource in figure 2). In this example, the mapping of IN and OUT channels of the process
model resource test to the pre- and postset channels of the agencies test buyable resources and test designed resource
is described in table 1.

Agenda bypasses Refined agencies have a boolean attribute called agenda bypass. Its default value is FALSE. If
the value is set to TRUE, the agency is represented by a special icon (e.g. the agency perform resource test in figure
2). The agenda bypass attribute determines how manual agencies of the refinement are treated. The first agency
of such a refinement selected by a process participant initiates that a new son process is created. The treatment of
such a bypass son process differs from processes bound to agencies in the way activatable agencies are handled.

e  First of all, only agencies belonging to the bypassed refinement may fire. Other agencies are suspended as
long as the bypassed refinement is carried out.

e The second difference is the way objects are handled after the agency has fired. For channels into which
objects have been written, it is checked whether they belong to the refinement or whether they are in the
postset of the refined agency. If they are in the postset, the objects are immediately shifted back to the father
process with all consequences for activation checks.

e  The third difference is the way manual agencies are handled. If an agency of the bypassed refinement has
already been selected by a process participant, then all activatable manual agencies are handled as if this
process participant had selected them already. The bypass handling is terminated automatically when there
is no activatable or active agency left in the bypassed refinement (i.e. the refining FUNSOFT net is dead).

Agenda bypasses ensure that certain parts of a software processes are carried out by only one process participant.
The process participant is not known in advance, but the person who starts such a process part is also responsible
for the rest of this process part.

Automation attribute: Each agency has a boolean attribute called automation attribute. The default value is
FALSE. When editing a process model, this attribute may be set to TRUE. The attribute specifies whether the
firing of the agency may be started without informing any process participant about it.

Copy access to channels: Each edge linking an agency with one of its preset channels has a boolean attribute
called copy flag. Its default value is FALSE. If the value of this attribute for an actual edge is TRUE, a small filled
circle is displayed at the start of the edge (compare edge between channel tested resources and agency print resource
test of figure 2). If the copy flag is set to TRUE, the agency accessing a channel using this edge reads a copy of the
object. The object will not be removed from the channel. Conflicts between agencies with copy access are solved in
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a way allowing the maximum number of firings, i.e. if possible firings of agencies with copy access will be executed
first. The copy flag enables several agencies to access the same object in an easy way.

Interface channels: Circles with a vertical line inside represent interface channels. Interface channels in different
process modcls represent only one channel. That means, access to an interface channel has side-effects to all
occurrences of that interface channel.

If an object is written into an interface channel, all running processes in the models of which the interface channel
occurs receive a copy of the object. If there is no running process with read access to the interface channel, the
next process with read access receives the object. Interface channels allow easy data exchange between processes. A
process using interface channels can be easily replaced by another process without having to change other processes,
too.

4 Experiences and Conclusions

In using FUNSOFT nets for process modeling for about eight years, we came along different requests for more
comfortable process modeling. Some of these requests resulted in modifications of the modeling tools, a very few
had some influence on the modeling concepts.

In FUNSOFT nets we tried to keep the number of modeling concepts as small as possible as long as people were
able to model things with the available concepts. Nontheless we had to integrate some extensions which were
raised in a project, in which about 40 modelers described all business processes of several housing construction and
administration companies. These extensions (agenda bypasses, processes bound to agencies) were not needed in the
earlier software process modeling experiments, but they eased modeling of certain situations substantially.

Summing this up, we believe that the number of modeling concepts should be kept as small as possible. Comfortable
modeling should not justify any extension. But, of course, the modeling language must allow to express business
process situations as they are (without burdening them under too much syntactical details demanded by the modeling
language). Only then, it is reasonable to let people, who know their processes, take part in process modeling.
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